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**Fase 1: Identificación del problema**

El problema consiste en desarrollar un sistema que pueda generar el legendario Laberinto de Creta y resolverlo utilizando algoritmos de búsqueda adecuados. El sistema debe permitir al usuario elegir un punto inicial y un punto final dentro del laberinto para que el agente pueda comenzar su recorrido. Si el jugador no puede completar la misión, el sistema deberá mostrar los caminos posibles.

| Client | Empresa de videojuegos |
| --- | --- |
| User | Personas que interactúan con el juego |
| Functional requirements | **R1**: Generar el laberinto  **R2**: Permitir que el jugador se mueva dentro del laberinto  **R3:** Buscar el camino con el algoritmo BFS  **R4:**  Buscar el camino con el algoritmo DFS  **R5:** Mostrar los caminos posibles dentro del laberinto |
| Problem context | ● El problema consiste en desarrollar un sistema que pueda generar el legendario Laberinto de Creta y resolverlo utilizando algoritmos de búsqueda adecuados. El sistema debe permitir al usuario elegir un punto inicial y un punto final dentro del laberinto para que el agente pueda comenzar su recorrido. Si el jugador no puede completar la misión, el sistema deberá mostrar los caminos posibles. |
| non-functional requirements | R1: The system needs to be efficient using the minimum resources necessary  R2: The system needs to be functional in such a way that it fulfills the intended functions |

| Name or identifier | **R1**: Generar el Laberinto | | |
| --- | --- | --- | --- |
| Resume | El sistema debe generar un laberinto con pasillos y paredes, el cual tendrá un punto inicial y un punto final. Dentro del laberinto existirán varios caminos que llegarán al punto final . | | |
| Inputs | Input name | Datatype | Selection or repetition condition |
| archivoDeTexto | txt |  |
| General activities necessary to obtain the results | 1. El sistema debe generar un grafo el cual representa el laberinto 2. El sistema debe de definir el punto inicial y el punto final 3. El sistema deberá desplegar la interfaz donde estará el laberinto | | |
| Result or postcondition | 1. El laberinto (Grafo) generado. | | |
| Outputs | Output name | Datatype | Selection or repetition condition |
| Laberinto | Grafo | Que haya algún error y no se pueda generar el grafo correctamente |

| Name or identifier | **R2:** Permitir que el jugador se mueva dentro del laberinto. | | |
| --- | --- | --- | --- |
| Resume | El sistema deberá permitir que el jugador se mueva dentro del laberinto, donde no podrá sobrepasar las paredes. Además si el jugador llega al punto final, presentará un interfaz con el fin del juego y que diga has ganado, también se le presentarán los otros posibles caminos para llegar al final del laberinto. | | |
| Inputs | Input name | Datatype | Selection or repetition condition |
| coordenada X | int |  |
| Coordenada Y | int |  |
| General activities necessary to obtain the results | 1. El sistema deberá de desplegar la interfaz con el laberinto y colocar al jugador en el punto inicial del mismo. 2. El sistema deberá permitir que con unas teclas designadas mover el jugador sin sobrepasar las paredes del laberinto. 3. El sistema permite que un jugador llegue a la meta, desplegando una interfaz indicando que ha ganado el juego. 4. Si el jugador llega a la meta se mostrarán los caminos por los cuales el jugador podría haber ganado. | | |
| Result or postcondition | 1. El movimiento del jugador con las condiciones dadas. | | |
| Outputs | Output name | Datatype | Selection or repetition condition |
| posicionJugador | Vector |  |

| Name or identifier | **R3**: Buscar el camino con el algoritmo BFS | | |
| --- | --- | --- | --- |
| Resume | El sistema permite utilizar este método para recorrer todo los nodos del laberinto y buscar las posibles salidas. | | |
| Inputs | Input name | Datatype | Selection or repetition condition |
| puntoInicial | int |  |
| puntoFinal | int |  |
| General activities necessary to obtain the results | 1. Recorrer el laberinto con le método BFS 2. Obtener el camino hacia la salida | | |
| Result or postcondition | 1. El camino de salida del laberinto | | |
| Outputs | Output name | Datatype | Selection or repetition condition |
| caminoSalida | Graph |  |

| Name or identifier | **R4**: Buscar el camino con el algoritmo DFS | | |
| --- | --- | --- | --- |
| Resume | El sistema permite utilizar este método para recorrer todos los nodos del laberinto y buscar las posibles salidas. | | |
| Inputs | Input name | Datatype | Selection or repetition condition |
| puntoInicial | int |  |
| puntoFinal | int |  |
| General activities necessary to obtain the results | 1. Recorrer el laberinto con le método DFS 2. Obtener el camino hacia la salida | | |
| Result or postcondition | 1. El camino de salida del laberinto | | |
| Outputs | Output name | Datatype | Selection or repetition condition |
| caminoSalida | Grafo |  |

| Name or identifier | **R5**: Mostrar los caminos posibles dentro del laberinto | | |
| --- | --- | --- | --- |
| Resume | El sistema debe permitir buscar el camino por donde pasó para encontrar la salida, ya sea con el DFS y BFS. Esto se deberá mostrar en un interfaz de manera que el camino de solución para laberinto se marque con un color. | | |
| Inputs |  |  |  |
| General activities necessary to obtain the results | 1. Obtener el camino recorrido 2. Mostrar el camino y la solución al laberinto. | | |
| Result or postcondition | 1. El camino de solución del laberinto | | |
| Outputs | Output name | Datatype | Selection or repetition condition |
| Camino | Grafo |  |

**Fase 2: Recopilación de Información**

Para la solución de este problema, abordaremos los conceptos y herramientas de programación que nos van a permitir generar el laberinto y recorrerlo. A continuación, abordaremos estos para la implementación del sistema:

**Teoría de grafos:**

Es una rama de la matemática y las ciencias de la computación que estudia las propiedades de los grafos**.** Además, analiza y resuelve los problema relacionados con los grafos.

**Grafo:**

Un gráfico G = (V, E) es una estructura matemática que consta de dos conjuntos V y E. Los elementos de V se llaman vértices (o nodos), y los elementos de E se llaman aristas. Cada arista tiene asociado un conjunto de uno o dos vértices, que son llamados sus extremos.

**terminología**: Se dice que una arista une sus extremos. Un vértice unido por una arista a un vértice V, Se dice que el vértice v es vecino de v.

**self-loop:** es un artista que une un solo punto final a sí mismo.

**multi-edge:** es una colección de dos o más aristas que tienen extremos idénticos.La multiplicidad de aristas es el número de aristas dentro de la multi-arista.

**Grafo simple:** no tiene bucles propios ni aristas múltiples.

**Gráfico sin bucles (o multi-gráfico):** puede tener varias aristas pero no bucles automáticos.

**Gráfico (general):** puede tener bucles automáticos y/o múltiples aristas.

**Algoritmos de recorridos:**

Son técnicas utilizadas para visitar todos los nodos o aristas de un grafo. Estos algoritmos permiten explorar y buscar información dentro de la estructura del grafo

**Breadth-first search:** La búsqueda por amplitud es uno de los algoritmos más simples para buscar un gráfico y el arquetipo de muchos algoritmos de gráficos importantes. La búsqueda en amplitud se denomina así porque expande la frontera entre los vértices descubiertos y no descubiertos de manera uniforme a lo largo de la anchura de la frontera. Puede pensar en ello como descubrir vértices en ondas que emanan del vértice de origen. Es decir, a partir de s, el algoritmo primero descubre todos los vecinos de s, que tienen distancia 1. Luego descubre todos los vértices con distancia 2, luego todos los vértices con distancia 3, y así sucesivamente, hasta que haya descubierto todos los vértices alcanzables desde s

**Depth First Search:** Como su nombre lo indica, la búsqueda en profundidad busca <más profundamente en el gráfico siempre que sea posible. La búsqueda en profundidad explora los bordes fuera del vértice v descubierto más recientemente que todavía tiene bordes sin explorar que lo abandonan. Una vez que se han explorado todas las aristas de v, la búsqueda <backtracks= para explorar las aristas que salen del vértice desde el cual se descubrió v. Este proceso continúa hasta que se han descubierto todos los vértices a los que se puede acceder desde el vértice de origen original.Si quedan vértices no descubiertos, la primera búsqueda en profundidad selecciona uno de ellos como una nueva fuente, repitiendo la búsqueda desde esa fuente. El algoritmo repite todo este proceso hasta que ha descubierto cada vértice.

**Shortest path algorithms:**

Es el problema que consiste en encontrar un camino entre dos vértices o nodos, de tal manera que la suma de los pesos de las aristas que lo constituyen sea mínima. Al camino más corto entre dos vértices también se le conoce como geodésica.

**The Floyd-Warshall algorithm:** El algoritmo de Floyd es muy similar, pero trabaja con grafos ponderados. Es decir, el valor de la “flecha” que representamos en la matriz puede ser cualquier número real o infinito. Infinito marca que no existe unión entre los nodos. Esta vez, el resultado será una matriz donde estarán representadas las distancias mínimas entre nodos, seleccionando los caminos más convenientes según su ponderación (“peso”).

**El algoritmo de Dijkstra:**

El algoritmo de Dijkstra es utilizado en la teoría de grafos para encontrar el camino más corto entre un nodo de origen y todos los demás nodo dentro del grafo ponderado. La funcionalidad principal del algoritmo es determinar el camino más corto desde un nodo de origen dado hacia todos los demás nodos de un grafo ponderado no dirigido. Aunque también se puede utilizar en un grafo dirigido pero realmente no es tan común encontrarlo. El algoritmo de Dijkstra no admite aristas con pesos negativos, sin embargo, funciona eficientemente en grafos con pesos no negativos y es especialmente útil cuando se trata de encontrar la ruta más corta en redes de comunicación o sistemas de navegación, como este es el caso lo sería en el laberinto.

**Minimum Spanning Trees:**

**![](data:image/png;base64,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)**

El gráfico anterior se puede representar como G(V, E), donde 'V' es el número de vértices y 'E' es el número de aristas. El árbol de expansión del gráfico anterior se representaría como G`(V`, E`). En este caso, V` = V significa que el número de vértices en el árbol de expansión sería el mismo que el número de vértices en el gráfico, pero el número de aristas sería diferente. El número de aristas en el árbol de expansión es el subconjunto del número de aristas en el gráfico original.

**El algoritmo de Kruskal:**

El algoritmo de Kruskal es un algoritmo utilizado en la teoría de grafos para encontrar un árbol de expansión mínimo en un grafo ponderado no dirigido. Se utiliza ampliamente en los problemas de optimización y diseño de redes.

La funcionalidad principal del algoritmo de Kruskal es encontrar un árbol de expansión mínimo en un grafo ponderado. Un árbol de expansión mínimo es un subconjunto de aristas del grafo que conecta todos los nodos y tiene el menor peso total posible. Este algoritmo funciona de la siguiente manera.

El algoritmo de Kruskal funciona de la siguiente manera:Ordena todas las aristas del grafo por peso, de menor a mayor, luego inicia un árbol vacío como resultado.

como siguiente paso, para cada arista en orden ascendente de peso, si agregarla al árbol no forma un ciclo, se agrega al árbol resultante. Repite el paso 3 hasta que se hayan considerado todas las aristas o se haya construido un árbol de expansión mínimo.

**El algoritmo de Prim:**

El algoritmo es utilizado para encontrar el árbol de expansión mínima en un grafo ponderado no dirigido. El objetivo del algoritmo es construir un subconjunto de aristas que conectan todos los vértices del grafo minimizando la suma de los pesos de las artistas seleccionadas. El algoritmo de Prim funciona de la siguiente manera.

Primero selecciona un vértice inicial arbitrario y lo agrega al árbol de expansión mínima, luego en cada iteración se elige una arista de peso mínimo que conecte un vértice en el árbol con un vértice fuera del árbol; Después agrega la arista seleccionada al árbol de expansión mínima y marca el vértice agregado como visitado. Los dos pasos anteriores se repiten hasta que todos los vértices estén en el árbol de expansión mínima. Por último el árbol de expiación mínima resultante contiene todas las aristas necesarias para conectar todos los vértices del grafo original minimizando el costo total. En pocas palabras, este algoritmo se basa en la idea de ir creciendo el árbol de forma incremental, seleccionando siempre la arista de menor peso que conecte un vértice en el árbol con vértice fuera del árbol.

Tomado de:

* [**Graph Theory and Its Applications, third edition - DOKUMEN.PUB**](https://dokumen.pub/graph-theory-and-its-applications-third-edition.html)
* [**https://dl.ebooksworld.ir/books/Introduction.to.Algorithms.4th.Leiserson.Stein.Rivest.Cormen.MIT.Press.9780262046305.EBooksWorld.ir.pdf**](https://dl.ebooksworld.ir/books/Introduction.to.Algorithms.4th.Leiserson.Stein.Rivest.Cormen.MIT.Press.9780262046305.EBooksWorld.ir.pdf)
* [**https://www.javatpoint.com/minimum-spanning-tree-introduction**](https://www.javatpoint.com/minimum-spanning-tree-introduction)

**Fase 3: Búsqueda de Soluciones Creativas**

La generación del laberinto lo vamos a realizar nosotros, por tanto no va a ver un algoritmo específico para generarlo de forma aleatoria, si no que solo vamos agregar vértices al grafos para representar este como nuestro laberinto definido.

Para la búsqueda del camino del laberinto, tenemos las siguientes alternativas:

**Alternativa 1: Búsqueda por BFS**

El algoritmo de búsqueda en anchura es un enfoque común para resolver laberintos. Lo podemos implementar para encontrar la ruta más corta desde el punto inicial hasta el punto final en el laberinto. El algoritmo BFS explorará el laberinto nivel por nivel, asegurándose de que se encuentre la solución más corta. Podemos implementarlo de la siguiente manera:

* Cola de nodos: El algoritmo BFS utiliza una estructura de datos llamada "cola" para almacenar los nodos que se explorarán. Cada nodo representa una celda del laberinto. Comienza en el nodo correspondiente al punto inicial y agrégalo a la cola.
* Expansión de nodos: Mientras la cola no esté vacía, extrae el nodo frontal de la cola y examina sus vecinos. En el contexto del laberinto, los vecinos son las celdas adyacentes (arriba, abajo, izquierda, derecha) que no son paredes. Si se encuentra el punto final, has encontrado la solución y podemos detener la búsqueda.
* Marcar y encolar: A medida que examinas los vecinos de un nodo, marca cada vecino como visitado y agrégalo a la cola si no ha sido visitado antes. Esto asegurará que el algoritmo explore el laberinto en anchura, nivel por nivel.
* Ruta más corta: Durante la expansión de nodos, podemos mantener un registro de los nodos padres para cada nodo visitado. Esto nos permite reconstruir la ruta más corta desde el punto inicial hasta el punto final una vez que lo encuentres.
* Visualización: Mientras el algoritmo BFS está en progreso, el usuario puede visualizar el progreso del agente a medida que explora el laberinto. Se mostrará el laberinto en una interfaz gráfica y resaltar las celdas visitadas y el camino actualmente explorado.

**Alternativa 2: Búsqueda por DFS**

También el algoritmo de búsqueda en profundidad es adecuado para explorar laberintos y encontrar soluciones. Se puede utilizar para que el agente explore el laberinto. Donde el algoritmo para que el agente avance a través de los pasillos y retroceda cuando llegue a un punto muerto. Es decir, este algoritmo lo que hace es buscar por profundidad. También, como el algoritmo BFS, muestra visualmente el progreso del agente en el laberinto.

* Este algoritmo irá buscando los vértices, cuando haya llegado a un vértice, lo que hace es buscar su vecino, este proceso lo seguirá hasta que se encuentre con una pared, si lo hace, este se devuelve el vértice que ha sido visitado completamente y seguirá con otro no haya sido visitado. Cuando encuentras el punto final, se encuentra la solución y se detiene la búsqueda.
* Marcar vértice: A medida que examinas los vecinos de un vértice , marca cada vecino como visitado. Como habíamos dicho anteriormente, esto asegurará que el algoritmo explora el laberinto en profundidad, avanzando lo más lejos posible a lo largo de un camino antes de retroceder.

**Alternativa 3: Búsqueda por The Floyd-Warshall algorithm**

Otra forma de solucionar el laberinto es implementar el algoritmo de Floyd-Warshall, en donde se encuentran los caminos más cortos entre todos los pares de nodos en un grafo ponderado. Aunque su aplicación principal es en la resolución de problemas de rutas más cortas en grafos. Se podría solucionar de la siguiente manera:

* Construcción del grafo: Utilizando la representación del laberinto, se construirá un grafo ponderado donde los vértices representan las celdas del laberinto y las aristas tienen un peso asociado. Las aristas representarán las conexiones entre las celdas del laberinto y su peso dependerá de si hay un pasillo o una pared entre ellas. Por ejemplo, se tendría que asignar un peso bajo a los pasillos y un peso alto a las paredes.
* Aplicación del algoritmo de Floyd-Warshall: Este algoritmo encontrará las rutas más cortas entre todos los pares de vértices en el grafo. Después de ejecutar el algoritmo, se obtendrá una matriz de distancias que indica la longitud de la ruta más corta entre cada par de vértices.
* Búsqueda de la ruta entre los puntos inicial y final: Utilizando la matriz de distancias obtenida del paso anterior, se determinaría la ruta más corta entre los puntos inicial y final.

**Alternativa 4: Búsqueda por el algoritmo de Dijkstra**

Otra solución a nuestro problema, sería usar este algoritmo, en donde se encontrará la ruta más corta desde el punto inicial donde ese será el vértice de origen a todos los demás vértices en un grafo ponderado, hasta llegar al punto final.

* Construcción del grafo: Utilizando la representación del laberinto, se construirá un grafo ponderado donde los vértices representan las celdas del laberinto y las aristas tienen un peso asociado. Las aristas representarán las conexiones entre las celdas del laberinto y su peso dependerá de si hay un pasillo o una pared entre ellas. Se asignará un peso bajo a los pasillos y un peso alto a las paredes.
* Aplicación del algoritmo de Dijkstra: Aplica el algoritmo de Dijkstra al grafo construido, tomando como vértice de origen el punto inicial del laberinto. El algoritmo de Dijkstra calculará la ruta más corta desde el punto inicial a todos los demás vértices del grafo. Durante la ejecución del algoritmo, se mantendrá un registro de los vértices padres para cada nodo visitado.
* Búsqueda de la ruta entre los puntos inicial y final: Utiliza los vértices padres registrados durante la ejecución del algoritmo de Dijkstra para determinar la ruta más corta desde el punto inicial hasta el punto final. Comienza en el punto final y sigue los vértices padres hasta llegar al punto inicial, construyendo la ruta en sentido inverso.

La solución es similar a la anterior, solo que el primero es aplicado con respecto a una matriz mientras que el algoritmo de Dijkstra está en una lista de adyacencia.

**Alternativa 5: Algoritmo de búsqueda en profundidad limitada (Iterative Deepening Depth-First Search, IDDFS)**

Investigando un poco más encontramos este algoritmo que también es de búsqueda que es una variante del algoritmo de búsqueda en profundidad (DFS) que evita algunos de los problemas asociados con DFS, como la posibilidad de caer en bucles infinitos en grafos con ciclos.

El IDDFS utiliza una estrategia iterativa para realizar una búsqueda en profundidad con una profundidad máxima cada vez mayor en cada iteración. Comienza con una profundidad límite de 0 y se incrementa en cada iteración hasta encontrar el objetivo o explorar todo el espacio de búsqueda.

* Algoritmo IDDFS:Implementa el algoritmo de búsqueda en profundidad limitada (IDDFS) para resolver el laberinto. Inicializa una profundidad límite en 0 y establece una bandera para indicar si se ha encontrado el objetivo. Realiza un bucle principal para iterar sobre las diferentes profundidades límite.
* En cada iteración: El algoritmo realiza una búsqueda en profundidad limitada dentro del laberinto utilizando el algoritmo de búsqueda en profundidad. Durante esa búsqueda, lleva un registro de los Vértices visitados y la ruta seguida hasta el momento.Si se encuentra el punto final, establece la bandera de objetivo encontrado en verdadero y almacena la ruta como solución.Incrementa la profundidad límite en 1 en cada iteración hasta que se encuentre el objetivo o se haya explorado todo el espacio de búsqueda.
* Resultados:Si se encuentra el objetivo, muestra la ruta encontrada al usuario como solución.Si no se encuentra el objetivo, muestra los caminos posibles o un mensaje indicando que no se pudo completar la misión.Esta solución utilizando el algoritmo IDDFS permitirá generar el Laberinto de Creta y resolverlo utilizando una búsqueda en profundidad limitada. El algoritmo explorará gradualmente el laberinto en busca de la solución, evitando problemas como bucles infinitos y utilizando una cantidad razonable de memoria.

**Fase 4: Transición de la formulación de ideas a los diseños preliminares.**

Como nuestro objetivo principal es solo encontrar los caminos de salida del laberinto comparando los algoritmos para ver cual es el más eficiente, no incluiremos pesos en las aristas. Por lo tanto descartamos las alternativas 3 y 4 ; ya que estas solo funcionan con pesos. Eventualmente la alternativa 5 podría servirnos pero es un algoritmo que aún no hemos visto en clase por lo tanto sería una investigación aparte que se podría realizar pero nos llevaría un poco de tiempo, así que colocaremos las razones de por qué no deberíamos utilizarlo pero la pasaremos a la siguiente fase para evaluarla más a profundidad , debido a lo cual estas son nuestras razones:

1. Los algoritmos de Floyd-Warshall y Dijkstra están diseñados para resolver problemas en grafos ponderados, donde las aristas tienen pesos asociados. Sin embargo, si no estamos considerando pesos en las aristas del laberinto, aplicar estos algoritmos puede ser innecesario y agregar complejidad adicional a la solución.
2. Ambos algoritmos son más complejos en términos de tiempo de ejecución y uso de recursos en comparación con otros enfoques más simples como la búsqueda en anchura (BFS) o la búsqueda en profundidad (DFS).
3. El IDDFS tiene una complejidad temporal alta, ya que realiza múltiples iteraciones de búsqueda en profundidad limitada con incrementos graduales en la profundidad límite. Esto puede llevar a un tiempo de ejecución largo, sí hiciéramos un código el cual generará laberintos al azar para los laberintos especialmente de gran tamaño. Debido a que el IDDFS realiza múltiples iteraciones de búsqueda en profundidad limitada, requiere un uso significativo de recursos, como memoria y capacidad de procesamiento. Esto puede ser problemático en entornos con recursos limitados o cuando se trabaja con laberintos muy grandes.

Aunque el IDDFS garantiza encontrar una solución si existe dentro de la profundidad límite, no garantiza encontrar la solución más corta u óptima. Es posible que encuentre una solución, pero podría haber una ruta más corta que no se exploró debido a las limitaciones de la profundidad límite.

De acuerdo al objetivo puede ser más eficiente utilizar un enfoque más simple como el BFS y DFS en lugar de las alternativas que estamos descartando.

**Fase 5: Evaluación de la mejor solución.**

De acuerdo a nuestro planteamiento la idea es buscar la salida del laberinto comparando la eficiencia de los dos algoritmos los cuales encuentran un camino solo que de maneras distintas.

Las razones por las cuales elegimos estos dos algoritmo son los siguientes:

* Encontrar una ruta factible: Para el Laberinto de Creta sin pesos en las aristas, el objetivo principal es encontrar una ruta factible desde el punto inicial hasta el punto final. BFS y DFS están diseñados para encontrar una ruta válida en un grafo sin considerar los pesos de las aristas. Estos enfoques simples pueden garantizar que se encuentre una ruta si existe, sin tener en cuenta la longitud de la ruta o si es la ruta más corta.
* Tiempo de ejecución: Tanto BFS como DFS tienen un tiempo de ejecución lineal en relación con el número de celdas del laberinto. Esto significa que a medida que el laberinto se vuelve más grande, el tiempo requerido para encontrar una ruta desde el punto inicial al punto final aumenta de manera predecible. En comparación, algoritmos como Floyd-Warshall y Dijkstra tienen una mayor complejidad temporal, lo que puede resultar en un mayor tiempo de ejecución cuando se aplican a laberintos grandes.
* Uso de recursos: BFS y DFS son algoritmos que no requieren tanto espacio de almacenamiento adicional. Mientras que Floyd-Warshall y Dijkstra necesitan estructuras de datos como matrices y listas adicionales para almacenar información sobre las distancias y los nodos visitados, BFS y DFS solo requieren una estructura de datos básica para almacenar la información del recorrido del laberinto.
* Implementación y simplicidad: BFS y DFS son algoritmos más sencillos de implementar y comprender en comparación con Floyd-Warshall y Dijkstra. No requieren conceptos adicionales como matrices de distancias o cálculos de pesos de rutas más cortas.

Por tanto, para solucionar nuestro problema, utilizaremos los enfoques más simples como BFS y DFS para que el Laberinto de Creta sin pesos en las aristas pueda ser más eficiente en términos de tiempo de ejecución y uso de recursos y cumpliría con nuestro objetivo.

Sin embargo aún evaluamos una opción posible que es la del algoritmo El algoritmo de búsqueda en profundidad limitada (IDDFS), por las siguientes razones:

* Compleción garantizada: El IDDFS garantiza encontrar una solución si existe dentro de la profundidad límite establecida. Esto significa que, a medida que se incrementa gradualmente la profundidad límite en cada iteración, eventualmente se encontrará una solución si existe en el laberinto. Esto ofrece la seguridad de que se encontrará una solución, lo cual es especialmente importante en casos donde la existencia de una solución es crucial.
* Exploración en profundidad: El IDDFS sigue una estrategia de exploración en profundidad, lo que significa que se adentra en una rama del laberinto lo más lejos posible antes de retroceder. Esto nos puede ayudar en laberintos donde las soluciones se encuentran en ramas más profundas, ya que se explorarán primero estas ramas antes de retroceder y explorar otras opciones.
* Implementación sencilla: El IDDFS es relativamente fácil de implementar en comparación con otros algoritmos más complejos. Utiliza las estructuras de datos básicas, como pilas o recursión, lo que facilita su implementación y comprensión..